
Handling unhandled exceptions and signals
When an application crashes on the iPhone, it disappears without telling the user what happened.
However, it is possible to add exception and signal handling to your applications so that an error
message can be displayed to the user or you can save changes. It is even possible to try to recover
from this situation without crashing at all.

Introduction

This post will present a sample application that deliberately raises Objective-C exceptions,
EXC_BAD_ACCESS exceptions and related BSD signals. All exceptions and signals are caught,
presenting debug information and allowing the application to continue after these events.

You can download the sample project: UncaughtExceptions.zip (25kB)

This application will deliberately trigger an unhandled message exception after 4 seconds and then
will deliberately trigger an EXC_BAD_ACCESS/SIGBUS signal at the 10 second mark.

Why do applications crash on the iPhone?

A crash (or more accurately: an unexpected termination) is the result of an unhandled signal sent to
your application.

An unhandled signal can come from three places: the kernel, other processes or the application
itself. The two most common signals that cause crashes are:

EXC_BAD_ACCESS is a Mach exception sent by the kernel to your application when you try to
access memory that is not mapped for your application. If not handled at the Mach level, it will
be translated into a SIGBUS or SIGSEGV BSD signal.
SIGABRT is a BSD signal sent by an application to itself when an NSException or
obj_exception_throw is not caught.

In the case of Objective-C exceptions, the most common reason why unexpected exceptions are
thrown in Objective-C is sending an unimplemented selector to an object (due to typo, object
mixup or sending to an already released object that's been replaced by something else).

Mac application note: NSApplication on the Mac always catches all Objective-C exceptions
in the main run loop — so an exception on the main thread of a Mac application will not
immediately crash the program, it will simply log the error. However, an unexpected exception
can still leave the application in such a bad state that a crash will subsequently occur.

Catching uncaught exceptions

The correct way to handle an uncaught exception is to fix the cause in your code. If your program is
working perfectly, then the approaches shown here should not be necessary.

Of course, programs do sometimes get released with bugs that may lead to a crash. In addition,
you may simply want more information back from your testers when you know that there are bugs
in your program.

In these cases, there are two ways to catch otherwise uncaught conditions that will lead to a crash:

Use the function NSUncaughtExceptionHandler to install a handler for uncaught Objective-C
exceptions.
Use the signal function to install handlers for BSD signals.

For example, installing an Objective-C exception handler and handlers for common signals might
look like this:

void InstallUncaughtExceptionHandler()
{
    NSSetUncaughtExceptionHandler(&HandleException);
    signal(SIGABRT, SignalHandler);
    signal(SIGILL, SignalHandler);
    signal(SIGSEGV, SignalHandler);
    signal(SIGFPE, SignalHandler);
    signal(SIGBUS, SignalHandler);
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Use the signal function to install handlers for BSD signals.

For example, installing an Objective-C exception handler and handlers for common signals might
look like this:

void InstallUncaughtExceptionHandler()
{
    NSSetUncaughtExceptionHandler(&HandleException);
    signal(SIGABRT, SignalHandler);
    signal(SIGILL, SignalHandler);
    signal(SIGSEGV, SignalHandler);
    signal(SIGFPE, SignalHandler);
    signal(SIGBUS, SignalHandler);
    signal(SIGPIPE, SignalHandler);
}

Responding to the exceptions and signals can then happen in the implementation of the
HandleException and SignalHandler. In the sample application, these both call through to the
same internal implementation so that the same work can be done in either case.

Save your data: The very first task to perform in your uncaught exception handler should be to
save data that might need saving or otherwise clean up your application. However: if the
exception may have left the data in an invalid state, you may need to save to a separate
location (like a "Recovered Documents" folder) so you don't overwrite good data with
potentially corrupt data.

While these cover the most common signals, there are many more signals that may be sent that
you can add if required.

There are two signals which cannot be caught: SIGKILL and SIGSTOP. These are sent to your
application to end it or suspend it without notice (a SIGKILL is what is sent by the command-line
function kill -9 if you're familiar with that and a SIGSTOP is sent by typing Control-Z in a
terminal).

Requirements of  the exception handler

An unhandled exception handler may never return

The types of situations which would cause an unhandled exception or signal handler to be invoked
are the types of situations that are generally considered unrecoverable in an application.

However, sometimes it is simply the stack frame or current function which is unrecoverable. If you
can prevent the current stack frame from continuing, then sometimes the rest of the program can
continue.

If you wish to attempt this, then your unhandled exception handler must never return control to the
calling function — the code which raised the exception or triggered the signal should not be used
again.

In order to continue the program without ever returning control to the calling function, we must
return to the main thread (if we are not already there) and permanently block the old thread. On the
main thread, we must start our own run loop and never return to the original run loop.

This will mean that the stack memory used by the thread that caused the exception will be
permanently leaked. This is the price of this approach.

Attempt to recover

Since a run loop will be used to display the dialog, we can keep that run loop running indefinitely
and it can serve as a possible replacement for the application's main run loop.

For this to work, the run loop must handle all the modes of the main run loop. Since the main run
loop includes a few private modes (for GSEvent handling and scroll tracking), the default
NSDefaultRunLoopMode is insufficent.

Fortunately, if the UIApplication has already created all the modes for the main loop, then we can
get all of these modes by reading from the loop. Assuming it is run on the main thread after the
main loop is created, the following code will run the loop in all UIApplication modes:

CFRunLoopRef runLoop = CFRunLoopGetCurrent();
CFArrayRef allModes = CFRunLoopCopyAllModes(runLoop);

while (!dismissed)
{
    for (NSString *mode in (NSArray *)allModes)
    {
        CFRunLoopRunInMode((CFStringRef)mode, 0.001, false);
    }
}

CFRelease(allModes);

As part of  the debug information, we want the stack addresses

You can get the backtrace using the function backtrace and attempt to convert this to symbols
using backtrace_symbols.

+ (NSArray *)backtrace
{
    void* callstack[128];
    int frames = backtrace(callstack, 128);
    char **strs = backtrace_symbols(callstack, frames);
    
    int i;
    NSMutableArray *backtrace = [NSMutableArray arrayWithCapacity:frames];
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As part of  the debug information, we want the stack addresses

You can get the backtrace using the function backtrace and attempt to convert this to symbols
using backtrace_symbols.

+ (NSArray *)backtrace
{
    void* callstack[128];
    int frames = backtrace(callstack, 128);
    char **strs = backtrace_symbols(callstack, frames);
    
    int i;
    NSMutableArray *backtrace = [NSMutableArray arrayWithCapacity:frames];
    for (
        i = UncaughtExceptionHandlerSkipAddressCount;
        i < UncaughtExceptionHandlerSkipAddressCount +
            UncaughtExceptionHandlerReportAddressCount;
        i++)
    {
        [backtrace addObject:[NSString stringWithUTF8String:strs[i]]];
    }
    free(strs);
    
    return backtrace;
}

Notice that we skip the first few addresses: this is because they will be the addresses of the signal
or exception handling functions (not very interesting). Since we want to keep the data minimal (for
display in a UIAlert dialog) I choose not to display the exception handling functions.

If  the user selects "Quit" we want the crash to be logged

If the user selects "Quit" to abort the application instead of attempting to continue, it's a good idea
to generate the crash log so that normal crash log handling can track the problem.

In this case, we need to remove all the exception handlers and re-raise the exception or resend the
signal. This will cause the application to crash as normal (although the uncaught exception handler
will appear at the top of the stack, lower frames will be the same).

Limitations

Attempting to recover from an arbitrary signal or exception has numerous problems that may
prevent it working in many cases.

This approach won't work if  the application hasn't configured the main run loop

The exact way that UIApplication constructs windows and the main run loop is private. This
means that if the main run loop and initial windows are not already constructed, the exception code
I've given won't work — the code will run but the UIAlert dialog will never appear. For this reason,
I install the exception handlers with a performSelector:withObject:afterDelay:0 from the
applicationDidFinishLaunching: method on the App Delegate to ensure that this exception
handler is only installed after the main run loop is fully configured. Any exception that occurs prior
to this point on startup will crash the application as normal.

Your application may be left in an unstable or invalid state

You cannot simply continue from all situations that trigger exceptions. If you're in the middle of a
situation that must be completed in its entirety (a transaction on your document) then your
application's document may now be invalid.

Alternately, the conditions which led to the exception or signal may have left your stack or heap in a
state so corrupted that nothing is possible. In this type of situation, you're going to crash and
there's little you can do.

The exception or signal could just happen again

The initial causes of the exception or signal will not be fixed by ignoring it. The application might
simply raise the same exception immediately. In fact, you could become overwhelmed by
exceptions in some cases — for this reason, I've limited the number of uncaught exceptions that
may be handled to 10 in the sample application.

Resources used up to the time of  the exception are leaked

Since the stack is blocked from returning, everything allocated on the stack or the autorelease pool
between the main run loop and the exception will be leaked.

It might be bad behavior for the user

Depending on the style of your application, it might be better to simply let the crash happen — not
all users care about debug information and your application might not have data that needs saving,
so a very rare crash might not be too offensive.

gdb will interfere with signal handling

When you're debugging, the SIGBUS and SIGSEGV signals may not get called. This is because
gdb inserts Mach exception handlers which picks them up at the EXC_BAD_ACCESS stage (and
refuses to continue). Other signals type may also be handled by gdb, preventing the signals from
reaching your handlers.

If you want to test signal handling properly, you'll need to run without gdb (Run with Breakpoints
off).
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so a very rare crash might not be too offensive.

gdb will interfere with signal handling

When you're debugging, the SIGBUS and SIGSEGV signals may not get called. This is because
gdb inserts Mach exception handlers which picks them up at the EXC_BAD_ACCESS stage (and
refuses to continue). Other signals type may also be handled by gdb, preventing the signals from
reaching your handlers.

If you want to test signal handling properly, you'll need to run without gdb (Run with Breakpoints
off).

Conclusion

You can download the sample project: UncaughtExceptions.zip (25kB)

It is possible to make your application resilient to crashes by handling common causes of
exceptions and attempting to recover.

There are real risks though in terms of leaked memory and potentially corrupted application data,
so this type of approach should be viewed as either a debugging tool or a measure of last resort.

However, it is comforting to have a level of fallback in the situation where a minor crash has slipped
through your testing, provided you are cautious about your application's data and the presentation
to the user is clear but not confusing.

Of course, the best way of handling exceptions remains: eliminate your bugs in the first place.
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